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**Abstract**— There is a great need to measure the software for the degree to which they are prone to error or property. There should be a paradigm that one could look up to, to measure the efficacy and efficiency of the system so designed or coded and to measure the extent to which they are prone to the bugs and error. Its important to have some measurement tool that one could use to know the degree to which the system so designed on the basis of user requirement, meet the requirement and is able to deliver what is expected from it, in all possible scenarios. How the system could possibly react in case of expected and unexpected input, how the system responds in such scenario. Such Metric helps us way the future performance and proneness to exception. The main objective for such metric is to obtain a quantifiable measurement, objective- that could help one to design the application schedule, plan the budget, estimate the most important factor- “cost”, quality, performance and debugging.

**Index Terms**— Software Metric, Software development life cycle
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# 1 Introduction

T

here has been a great surge in development of software system that are object oriented with basic feature dependent on properties namely as Inheritance, Polymorphism, Class, Coupling, Abstraction, Information hiding. [1] This surge has led researcher and designer to propose many metric to weigh the software system hence designed on various parameter as application schedule, plan the budget, estimate the most important factor- “cost”, quality, performance and debugging.[2] The metric that one could use in the past were limited to weigh the aspects such as requirement analysis, design efficiency implementation of documents: all are important stages of software system development. (SDLC- Software Development Life cycle).

[3]Software System failure could occur mainly because of 2 reasons: 1. Error in code logic. 2. Exception Failure.   
Error in code logic: it could be result of improper code implementation, a simple scenario could be ex: The interest calculated on the amount available in account of person.[3] A slight miscalculation could result in low efficiency of the system hence designed. Whereas on the other hand Exception Failure occurs when the software designed is prevented by unexpected circumstances to deliver the service that it promises to deliver. Fact is that Exception failures can account for up to two-thirds of system crashes .Also the Standish Chaos Report also estimated that the annual cost of cancelled projects was $55 billion .

# 2 What Are Software Metrics

S

Oftware metrics are: 1. Tools that if used help one to understand varying aspects of a code base and project progress in SDLC. 2. Apart from the functionality of testing the software for errors they could provide a wider range of information about the aspect of software systems such as: a. the cost associated to the project-development-maintenance –research and other typical cost associated with SDLC. b. Project scheduling –some related to product scheduling and some related to document scheduling. c. Quality and Code complexity of the software. It focuses on the inter-dependencies within the project and on other projects.

T

Erm **Measurement** [ 5] that would be referred here in the paper refers to an empirical, objective assignment of numbers, according to a rule derived from a model or theory, to attributes of objects or events with the intent of describing them.

These measurements are performed with a sole purpose of: 1. Facilitating private self-assessment and improvement amongst the software developing organization. 2. Evaluating project status (to facilitate management of the project or related projects)

3. Evaluating staff performance. 4. Informing others (e.g. potential customers) about the characteristics (such as development status or behavior). What are we trying to measure using the Software Metrics: A software metric is used to evaluate many aspect of software as well the development team.

W

Hat are we trying to measure using the Software Metrics:[6] A software metric is used to evaluate and measure many aspect of software system in consideration as well the development team. The parameter that are basically weighed in this process are: 1. **Skill:** using the process helps we analyze the skill set and efficiency at the task assigned for a particular person or a team in combined. 2. **Effectiveness**: it helps us identify the member which are good at task assigned for ex a person is not considered to be good tested if he/she finds the maximum number of bugs but considered to be good for the total number of bugs one is able to fix. 3. **Efficiency**: it evaluates work effort ratio. How much time a person takes to what amount of task. One should take minimum time to complete the task in hand. 4. **Productivity:**  it refers to how much the tester delivers per unit time. [7]The distinction that one can draw between efficiency and productivity is that efficiency refers to the way the person does the job whereas productivity refers to what she gets done. For example, a tester who works on a portion of the code that contains no defects can work through the tests efficiently but produce no bug reports. 5. Diligence: it refers to how carefully and hard the tester does the work assigned. 6. Courage: It could be summed too willing to attempt difficult and risky tasks; willing to honestly report findings that key stakeholders would prefer to see suppressed or unknown. 6. Credibility: it refers to the extent to which others trust the reports and commitments of this tester.

# 3 Some Common Software Metrics

S

Ome of the most common software measurements or software metrics are [8] 1. **Bugs per line of code**. 2. **Design structure quality index**. 3. **Control Flow Complexity**, 4. **Number of classes and interface.** 5. **Program execution time**. 6. **Maintainability index**. They all are quantitative measure of a degree to which the software developed or maintained possess the properties.

1. **Bugs Per Line of Code[9]:** It measure the number of total bugs found in total lines of code. One of the famous stock phrase –It cost 100 times as much to fix a defect after the software system has been developed in comparison to the cost incurred to fix a bug found during the early phase of development. According a detailed study, it has been found that the cost per defect comes out to be a major concern for software upgrade. There are a lot of hidden issues with the problem of cost per defect such as **a**. Cost per defect penalize the quality software. **b**. The cost related to defect per line ignores the fixed cost. Here the Fixed cost refers to the cost of testing, code inspection, static analysis and maintenance. **c**. As more of the bugs are found during the early stages of software development, the cost of fixing a defect at the end of process is virtual. **d**. Once the defects are fixed, the cost per defect cannot be weighed against the improved software quality. The savings done in form of reduction in overall development cost, improved quality are not computed to the cost of defect calculation. The Term in light Defect Density could be summed as average occurrence of programming faults per Lines of Code (LOC). Though it gives a high level view of the code quality but doesn’t do much more. Fault density on its own does not give rise to a pragmatic metric. It would cover minor issues as well as major security flaws in the code; all are treated the same way. Security of code cannot be judged accurately using defect density alone

**2. Design Structure Quality Index:** [10]Design Structure Quality Index also known as DSQI yet another type of ware metrics. It is an architectural design metric which is used to evaluate a software design structure and the efficiency of its modules (classes, interfaces, database, and interaction with the rest of system). It has been developed by the United States Air Force Systems Command. Generally the output one get after the software system is weighed, lies between number 0 and 1. According to the process metrics designer, the closer the value to 1, higher the effective quality of software. It is best used on a comparison basis, i.e. a new software process is compared with previous successful projects.

***The basic calculation formula used in DSQ is as follow:***

***S1*** = The total number of modules defined in the Program Architecture.

**S*2***= The number of modules whose correct function depends on the source of data input or that produce data to be used elsewhere.

**S*3***=  The number of modules whose correct function depends on prior processing.

**S*4*** =  The number of database items (includes data objects and all attributes that define objects).

**S*5*** =  The total number of unique database items.

**S*6*** =  The number of database segments (different records or individual objects).

**S*7***=  The number of modules with a single entry and exit (exception processing is not considered to be a multiple exit). Once values ***s1*** through ***s7*** are determined for a software program under review, calculating the following intermediate values becomes really easy. **Program structure**: D1, where D1 is defined as follows: If the architectural design was developed using a distinct method e.g., data flow-oriented design or object-oriented design, then D1 has a value =1, otherwise D1 has a value= 0.   
Module independence: D2 = 1 - **(s2/s1**), Modules not dependent on prior processing: D3 = 1 - (**s3/s1**),   
Database Size: D4=1-(**s5/s4**), Database compartmentalization: D5 = 1 - (**s6/s4**)   
Module entrance/exit characteristic: D6 = 1 - (**s7/s1**). All the above values help to calculate the DSQI : DSQI = SUM(***wi***Di)

Where i = 1 to 6, ***wi*** is the relative weight of the importance of each of the intermediate values, and S ***wi*** = 1 (if all Di are weighted equally, then ***wi*** = 0.167). **a**. Value of DSQI for past software designs can be determined from documents and compared to the value of DSQI software design that is currently under development. **b**. If the DSQI is significantly lower than average, further design work and review are indicated.

While loop

3. **Control Flow Complexity (McCabe Metric):[11]** This software metric is also known as McCabe’s metrics after the name of McCabe Software. Inc. and is based on a control flow representation of the program. It uses a program graph that is a diagram used to depict control flow within the software, it shows which module works on the processed inputs, which module works independently and which process the information forward in short the inter dependency of flow of control. In the diagram, nodes basically represent processing tasks (one or more code statements). Edges basically represent control flow between nodes. The basic principle on which McCabe’s Complexity Metric works is that it counts the number of distinct paths through a block of code. It takes its name from counting the number of cycles in the program flow control graph. It has been concluded that a lower the value of count better is the software system; McCabe suggested using 10 as a threshold value, which once exceeded, a module should be broken into simpler –sub smaller units. This Software metric measures the complexity in terms of total number of edges in control flow graph for as software system. The following Fig. 1 shows flow graph notation

**4. Number of classes and interface:** [12]It is a software metric that depends upon the number of classes and interface in a Design Structure analysis of the software project in hand. Assumption made in this is that all the effort in developing a class is determined by the number of method a class has, so the overall complexity of the system could be measured as a function of complexity of its method. So it brings the concept of weighted method per class aka WMC which could be calculated as: let c be a class with M1, M2…. Mn methods, and Ci be the complexity of method Mi then WMC could be said to equal =>![](data:image/x-wmf;base64,183GmgAAAAAAAEAPIAkACQAAAABxWAEACQAAA0oBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAlADxIAAAAmBg8AGgD/////AAAQAAAAwP///6T///8ADwAAxAgAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAIcAAAA+wIA/AAAAAAAAJABAAAAAgQCABBTeW1ib2wAdmUZCszQU5IAXOAYANiUcnaAAXZ2iBRm0wQAAAAtAQAACAAAADIKaAXECQEAAADleRwAAAD7AgD9AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB2RxsKwrBTkgBc4BgA2JRydoABdnaIFGbTBAAAAC0BAQAEAAAA8AEAAAgAAAAyCsgIVAoBAAAAPXkIAAAAMgqABFQHAQAAAD15HAAAAPsCAP0AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFzgGADYlHJ2gAF2dogUZtMEAAAALQEAAAQAAADwAQEACAAAADIKuAFyCgEAAABueQgAAAAyCsgIKAkBAAAAaXkIAAAAMgp1BuQNAQAAAGl5CAAAADIKgAS0DAEAAABjeQkAAAAyCoAE7P8DAAAAV01DZRwAAAD7AgD9AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBc4BgA2JRydoABdnaIFGbTBAAAAC0BAQAEAAAA8AEAAAgAAAAyCsgI7AsBAAAAMU0KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDTiBRm0wAACgA4AIoBAAAAAAAAAAB04hgABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==). Most classes tend to have smaller number of method which makes them simple and specific for a function or abstraction process. This software Metric brings into light the concept of number of child classes. It shows how complex a software system could get with multilevel inheritance, it shows the extent of influence of a class on other elements of design. A higher value suggest that a large number of subclasses are involved in the code reusability. A lower value is certainly required from this, as the idea is to reduce the coupling and interdependency and increase abstraction. Then the concept of coupling is brought into light, it refers to a scenario when a method of class C1 is used by C2. Hence C2 is said to be coupled with the class C1, any change in the definition of C1 could cause a change in definition of class C2. It certainly leads to interdependency and software metrics are used with an aim to reduce interdependency and simplify the design. An approach to abstraction should be kept in mind while designing the system.

**5. Program Execution Time:[14]** It is a software metric that depends upon the time taken by the software process to execute a user query. It could be a simple data add transaction or it could be as complicated as inter related data retrieval query by a bank. Execution Time matric runs a clock what we call “Stopwatch” that keeps a variable START that’s takes a note of time interval when the execution begins and a variable STOP that keeps a track of clock when the execution completes, so the Program Execution time could be calculated as Elapsed Time = STOP-START. The clock used in here is the processor clock. This Execution time includes everything such as Background OS task, virtual to physical page mapping, random cache mapping and replacement, variable system load. The issue that come in picture are debugging of the program it could be pre compiled or at run time. Run time could cause an issue for logic error or array bounds check. It is really hard to discover some bugs until the system is completely tested in a live environment, It’s important to keep them in notice as in the end, end user could encounter a problem.is the time taken to handle the exceptions.[15] Performance for a system could be actually weighed relative to the workload description, so it is important to select a particular workload benchmark, beyond which the measured performance is of no applicable comparison. It could become a tough situation when the performance comparison for same operation is done in two different environment or coding language. A desirable performance model should incorporate the effect of all not limited to code feature and not including the inaccessible architecture feature. The performance models should calculates PC value which would reflect the (possible) behavior of a programmer which is PC reflects the performance transparency and complexity of performance control the programmer will experience. We could say that Goodness of fit measures for modeling measurements completely depends on the Sum of Squared Errors (SSE). To consider a scenario, let us consider a system Si with the performance Pij of a set of n codes Cj is measured. Also Different measurements j might also be obtained with the same code executed with different problem parameters such as problem sizes and resource parameters such as accessibility, thread synchronization, concurrency levels etc. A performance model **Mkl** is used to predict performance **Mikl** for the same set of experiments. The basic set of operations and variable with dimensions are defined as below

|  |  |
| --- | --- |
| **Operation** | **Dimension\*** |
| Initial data: Pj, Mj | [ops/sec] |
| Transform Pj, Mj to ideal flat metric | [ops/cycle] |
| Log-transformation:  P'j=log(Pi), M'j=log(Mi) | [log(ops/cycle)] |
| **Basic Calculations for the Exceutive time software metric** | |
| Formula | [log(ops/cycle)] |
| Formula | [(log(ops/cycle))2] |
| Formula | [(log(ops/cycle))2] |
| Formula | [(log(ops/cycle))2] |
| **Back-Transformations Exceutive time software metric** | |
| Formula | [ops/cycle] |
| Formula | [ops/cycle] |
| Formula | [] |
| Back-transformation of P¯;PCa to original scale and metrics | [ops/sec] |

![D= { n_1 \over 2  } \times { N_2 \over n_2 } \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAAsBAMAAACpq+qwAAAAMFBMVEX///8AAABiYmIiIiIMDAxAQEAWFhaKioq2traenp7MzMxQUFDm5uYEBAQwMDB0dHTg4PRLAAACa0lEQVRIDZ1VPYsTURQ9GRMzk5nJhxp0o8jggo0iUfwBQbCVqLtWFouCgliEaCE2ZgsDNrK7sH0WBBuLNGvrbK2gCDYWSxbEQlCyvYj3vZk3ycz7gMkt5t17zj1v8u5M5gA5wzrowDvYz6mK21+fAkqLSXGxCVgLaoObwOdFtetTPDdq++0Xy6Gqw94oriFQMQLzpvuj0lhU82sttFpmbfnTEqrdeY3ILXhNbyoq5Vquo9gDfkkkjfi3M8DWpYFECcBtYydE/7uok/UtsNmHF9hfEiibHB3jPGGy9i/gX4FTx1JWktSFDVyrqbQB4B4DBh69XprYBFpKLQ2wwmTuGlMun1i9/ZAl8/EPuBUo7rtyNgQm1PmUVsCmX/5mzDI55PPGPc5jnlhnAKcl6xii1W6/e8b4Ix26nGaZFFvNqYRxoNJo1Fni0/Fxg0O6S0DEKxW50yP0uIpJsF2aSnTABIqSwxD0jlJeesDifoZmpdvFMGRJNn4QUD6ZRdP1rv0oDcTVN1qr/ORKmoPuz5GKrLBb7o3TVKEhItrUjj+MM5wPukaPFytMqj8vhh+76c2jqtoBatp3IOqhIdOo5fAnwPtQxueRYchGLUXp8vXVPz0JTgPs2X5IQ+Zq+85dc4OetQNc1bNmhjxnPTC3aNlCF4W2ljUTxQn8RbW0857iuWjNJvNLDkcZgP5wWrPJtH7N1FTqzSbd607SNa8iszFZCm97opCCm43RUpjKUU6Zm43RUpj2JVQ+G5mNyVJIWrl37sKY7ZGO2GwiS0lTs8qnL0dvVoosNpvIUgSYa40tJZdGNMeWIso8a2Qp/wE+uXE6HlywvgAAAABJRU5ErkJggg==)

This could be simplified to give the PC and measurement of the execution time matric for the system in consideration. Lesser the value of time of execution time, better is the performance and control flow within the system, it simplifies that the interaction within the system is simplified to an extent that it help reduce dependencies within the system.

**6. Maintainability Index:** [16] Maintainability Index is yet another type of software metric which measures how easy is maintaining (easy to support and change and update) the source code for a software process. Maintainability Index MI is a single number value for estimating the relative maintainability of software system in consideration. The maintainability index is calculated as a factored formula consisting of variables as 1. Lines of code, 2. Cyclomatic Complexity, 3. Halstead volume. [17]1. **Line of Code**: could be explained to be approximate number of lines in the code. The count depends on the IL code and is therefore it is not an exact number of lines in the source code file. A very high count might indicate that a type or method is trying to do too much work and should be split up. **2. Cyclomatic Complexity:** it is the Measure of the structural complexity of the code. It is a variable achieved by calculating the number of different code paths in the flow of the program. A program that has complex control flow will require more tests to achieve good code coverage and will be less maintainable. It might also indicate that the type or method might be hard to maintain. 3. **Halstead Volume**[18]: Halstead made the observation that metrics of the software should reflect the implementation or expression of algorithms in different languages, but be independent of their execution on a specific platform. These metrics are therefore computed statically from the code. *n*1 = the number of distinct operators, *n*2 = the number of distinct operands, *N*1 = the total number of operators, *N*2 = the total number of operands. From these numbers, five measures can be calculated: Program length: ![N = N1 + N2  \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHsAAAAQBAMAAADE2h3VAAAAMFBMVEX///8AAABiYmIwMDAMDAzm5uYEBAS2trZAQEB0dHSKiorMzMyenp4WFhYiIiJQUFA6J5waAAABP0lEQVQoFY2SMUrEQBSG/03MJpplNSCCVqMewFgIWwl7AEGx0U48gKydhUUawUbQwn5PIOsptLawi2zhAfQGzsvMe5OdWWGnyDy+//+STAiA3XXgdKPE7BJ6Nstd//3hjqJ0fwRUfolp/vVPkip8UxSdVICiqb0sTQasJ5zaJAOulWZRtobkkUPehR5a0veSToXOVLMo3cTKhEPehYa66S+V6JJ+iyNEbMkuNNAlAZ0az9ieGD2raZnDCg10SfBE76z0Xc7lqTwIDXRJcEllhfjijS3Zhc7RbX+11O18jN6WEs0OjjZ6XNef9lgueaHu8jFwpRqrdXZH/adL0puSRF/tV9HUXo76uiQ3zc+m/x68jtoqzY76Oif5x87eD7LhARAHttD7YqBPp1ffdKTfLYpibNgiV6svUp3XCd6QSn/z+01xf/nr/QAAAABJRU5ErkJggg==), Program vocabulary: ![n = n1 + n2 \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGgAAAAQBAMAAAAIQyc+AAAAMFBMVEX///8AAACKiopiYmIiIiJ0dHTm5uYEBAQwMDDMzMxAQEBQUFCenp4MDAwWFha2trbYSxmnAAABLUlEQVQoFX2QMUvDQBSAv6YmrbG1rYrY0kERnQPtLDc5F1wc46C4Cg5O0lUHqX+gRAQHhdKhg+BSwR8gujg6K3TxD5jkLrFJzr4h773vvY/LHfwblqcble6/XB1XrC90wx/mXnVcsuNBJLnTSx6V5ek+VReFAlEO2wasKK5LeukDTjHaxt5u0tkUW20X0pLCWA0OCxc8BNJgEoQAq3PWs4cZKcKYdbYPxlwGUhzGUZOil5EiTMGBDXiLhbAwqpTXMxIK8+gvjZhfTUoLgms3kq4mk/Pwr1HYEP72N/lPP/3dicUhOz5IP4TCL8Fyk7LTCYo4cmPezawkccUjT6lKrpeUnqGukSTut1pPmF3sVnxIWOzDrYN9s3YnuZBJ4pNabUn2s79Kmr2UnnbT4BfurEVeH4hIxAAAAABJRU5ErkJggg==), Volume: ,Difficulty: , Effort: ![E= D * V \,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAAPCAMAAABeK1gzAAAAM1BMVEX///9+fn5KSkogICAsLCxaWlrR0dEAAABsbGy7u7sEBAQ6OjoLCwumpqbo6OgUFBSSkpLu9X8+AAABWklEQVQ4EZ1TWZbEIAhEjaKJpL3/accFULsn0++NXyxFCYUCABjrDl+Pda56fx1GWhseUP5wR+y56JzvRsARSOdDjYYZSafR0G5EJA64NAyDbNgd+ekJks6H3knI0+gX4EKmGYN8cmrkktmy1GpqGAmZQ6ly07qNIyO9VUw3H2wv67nvmQdg8shaQOiBh1bWwooU1ELutcmGPfujCIIDg5HIXxvN745IXhvkEdINxUOQPgHGrVanuZCIjnX/7WHqWe5RyZOMEHMhU/Is7vsrU98uuXlY/0INoJJ7FPjt6yfRPgE83nBPFYbk7a5NvI11OFPyrOXv5Ka+xSlKlZwVCzqcSlINXU39yoL0p/Qas9llIaw6zcZUyEsqZm63BEmnLrAEoG2hAa1OVatFyPj1fzIyvpS7Xb4/RcDl83qLr6aCzbqjvV31GGmvZeqW3D8RvL5tTgn/YZRZ8wNY8Ah9SHBPQAAAAABJRU5ErkJggg==). It is used in several automated software metric tools, namely C#, Microsoft visual studio 2010. The metric computes the weigh on a scale of 0 to 100, which is classified in range: 20-100- is green region and score makes the software maintainability good, with a score 10- 19 is yellow region, the software has a moderate maintainability and for any score less than 10 makes the software code to be bad and classified as red region, its prone to unstructured, unformatted and undocumented form, maintaining such code is really difficult. There are two variants of Maintainability Index namely one that contains code comments (MI) and other one that does not contain comments (MIwoc). The tools are efficient enough to calculate Maintainability Index for functions (and class/struct definitions), for files and for the whole software. Actually there are three measures:

1. **MIwoc**: Maintainability Index without comments. 2. **MIcw**: Maintainability Index comment weight.

3. **MI**: Maintainability Index = MIwoc + MIcw

**The general formulae for calculating MI is the following:**

**MIwoc** = 171 - 5.2 \* ln(aveV) -0.23 \* aveG -16.2 \* ln(aveLOC)

**MIcw** = 50 \* sin(sqrt(2.4 \* perCM))

**MI** = MIwoc + MIcw

Where **aveV** = average Halstead Volume per module,

**aveG** = average extended cyclomatic complexity per module   
**aveLOC** = average count of lines per module,

**perCM** = average percent of lines of comments per Module.

There are couple of **Issues** that arise in the case of the Maintainability index software metric[19]. 1. There is no clear explanation for the derived formula for the MI software metric. The only explanation that is given is for the formula dependency on the lines of code, but in that scenario, using line of code matric is much better option, it has a vague explanation for the dependency on the halstead, Cyclomatic complexity and line of code. 2. The formula calculates the average per file example is Cyclomatic complexity. Calculating the value of MI over an average file would mask the effect in larger picture.

# 4 Some Common Issue Related Software Metrics

S

Ome of the most common issues related to software measurements or software metrics occur because the task in hand i.e. to evaluate a software for its efficiency, error proneness, maintainability, upgrade etc. is really cumbersome. It is difficult to manage the software and human aspect of the software measurement. Some common issues[21] that hinder the way are: 1. **Lack of management Commitment**: It has been observed that though the management implements the software metric, they lack in deploying the service into practice. Engineer do not collect and document the data as management lacks the sense of importance of the data. 2. **Collecting data that is not used:**  It has been observed that Data collected during the measurement process is not up to the mark or satisfactory. Data collected should be such that it can be used to enhance the process, project, or product. It is important because collecting incorrect data or inefficient data could results in wrong decision making, which in turn leads to deviation from the software development plan. 3. **Imprecise metrics definitions:** Vague or ambiguous metrics definition or knowledge to management could lead to big misinterpretation. It is really important for the management to be educated about the usage and implications of the metrics that they could implement on the system in hand. For example, some software engineers may interpret a software feature or a code block as unnecessary while some software engineers may not. 4. **Lack of communication and training:** It has been evidently seen that inadequate training and lack of communication within management results in poor understanding of software metrics and measurement of unreliable data. In addition, communicating metrics data in an ineffective manner results in misinterpretation of the data.

5. **Software Metric to be used**: It has been seen that a lot of time, the management could face a problem of choosing an effective and efficient metric for the system. In this case it becomes very important to weigh the system in hand in different number.

# 4 Conclusion

T

O conclude I could certainly find and point the efficiency and quality of all the software metrics I have discussed about in the paper. The most efficient software metric according to me is **Number of Classes and Interface**. It is a very efficient matrix. Maximum reason of upgrade issue and bugs arise when there is a lot of inter dependency in the classes, where change in on class affects the functionality of the sub class or child classes. It hits and works on the fact that classes should be abstract if there functionality is supposed to be used in many child classes. It supports the understanding of having less or function specific classes,[22] so that change in Abstract class doesn’t change the specific function of the child class. It helps to reduce the interdependency in the classes. The interface implementation could also be minimized by making them abstract. It could help to simplify the code structure to a great extent. After the Number of Classes and Interface, the second best software metric according to me is Design structure quality index aka DSQI. Program execution time and Bugs per line of code are the least efficient usage wise and scope wise. They are limited to the average value estimation when they might be forgetting the issue of bugs in big picture. Program execution time take the measurement in terms of the time taken for execution for a process or software in whole, but avoid the issue of time delay to access the resources. Software in itself could be working efficiently but inefficient access could kill the system performance in whole.
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